Lab #3

TU850/1 - Creative Coding

*Your working lab has to be shown to (and signed off by) the lab demonstrator between 12 noon and 2pm on Monday 10th of February, in CQ-233/CQ-236.*

**QUESTION 1**

**Instructions:**

Take the following code and run it:

|  |  |
| --- | --- |
| **A green turtle with a black background  AI-generated content may be incorrect.** | **Python with Turtle** |
| import turtle import math  # Screen setup screen = turtle.Screen() screen.bgcolor("pink") screen.tracer(0)  # Create turtle objects def create\_turtle(shape, color, size, pos):  t = turtle.Turtle()  t.shape(shape)  t.color(color)  t.shapesize(\*size)  t.penup()  t.goto(pos)  return t  # Eye properties eye\_radius = 50 pupil\_radius = 15 eye\_distance = 80  # Left eye left\_eye = create\_turtle("circle", "white", (5, 5, 1), (-eye\_distance, 0)) left\_pupil = create\_turtle("circle", "blue", (1.5, 1.5, 1), (-eye\_distance, 0))  # Right eye right\_eye = create\_turtle("circle", "white", (5, 5, 1), (eye\_distance, 0)) right\_pupil = create\_turtle("circle", "blue", (1.5, 1.5, 1), (eye\_distance, 0))  # Function to move pupils def move\_pupils(x, y):  for eye, pupil in [(left\_eye, left\_pupil), (right\_eye, right\_pupil)]:  ex, ey = eye.pos()  dx, dy = x - ex, y - ey  dist = math.sqrt(dx\*\*2 + dy\*\*2)  if dist > eye\_radius - pupil\_radius:  dx = dx / dist \* (eye\_radius - pupil\_radius)  dy = dy / dist \* (eye\_radius - pupil\_radius)  pupil.goto(ex + dx, ey + dy)  screen.update()  # Bind mouse movement screen.listen() screen.onscreenclick(move\_pupils, 1) # Click to test movement screen.ontimer(lambda: screen.update(), 10)  screen.mainloop() | |

Click on all four corners of the screen that is generated and screengrab each one:

![A black and white square with cursors

AI-generated content may be incorrect.](data:image/png;base64,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)

**Submission:**

Paste all four screengrabs onto your Template document.

**QUESTION 2**

**Instructions:**

Change the eyecolour of both eyes from blue to brown, and screengrab that result.

**Submission:**

Paste a screengrab and the new code onto your Template document.

**QUESTION 3**

**Instructions:**

Run the following code:

|  |  |
| --- | --- |
| **A green turtle with a black background  AI-generated content may be incorrect.** | **Python with Turtle** |
| import turtle import math import random import time  # Set up the screen screen = turtle.Screen() screen.bgcolor("black") screen.setup(width=1.0, height=1.0) # Fullscreen mode turtle.colormode(255) # Enable RGB colors  # Create a turtle for waves t = turtle.Turtle() t.speed(16) # Fast drawing t.width(2) t.hideturtle()  # Turtle for Pollock-style splots splot\_turtle = turtle.Turtle() splot\_turtle.hideturtle() splot\_turtle.speed(0)  # Fast screen updates for smooth rendering turtle.tracer(6, 1)  # Define color sequence wave\_colors = [  (255, 0, 0), # Red  (255, 165, 0), # Orange  (255, 255, 0), # Yellow  (0, 255, 0), # Green  (148, 0, 211), # Violet  (0, 255, 0), # Green  (255, 255, 0), # Yellow  (255, 165, 0), # Orange  (255, 0, 0), # Red  (255, 165, 0), # Orange  (255, 255, 0), # Yellow  (0, 255, 0), # Green  (148, 0, 211), # Violet  (0, 255, 0), # Green  (255, 255, 0), # Yellow  (255, 165, 0) # Orange ]   # Function to draw Pollock-style paint splots def draw\_paint\_splot(x, y, size, color, fade\_steps=1):  size = int(size) # Ensure size is an integer  splot\_turtle.color(color)  splot\_turtle.width(2)  splot\_turtle.penup()  splot\_turtle.goto(x, y)   # Create a chaotic splatter effect with lines  for \_ in range(random.randint(8, 15)):  angle = random.randint(0, 360)  length = random.randint(size // 2, size) # Ensure size is an integer  width = random.randint(2, 6)   splot\_turtle.width(width)  splot\_turtle.setheading(angle)   splot\_turtle.pendown()  splot\_turtle.forward(length)  splot\_turtle.penup()  splot\_turtle.goto(x, y)   # Add small random dots to mimic paint drips  for \_ in range(random.randint(10, 20)):  dot\_x = x + random.randint(-size // 2, size // 2)  dot\_y = y + random.randint(-size // 2, size // 2)  dot\_size = random.randint(2, 6)   splot\_turtle.goto(dot\_x, dot\_y)  splot\_turtle.dot(dot\_size)   # Function to fade in a white splot def fade\_in\_splot(x, y, max\_size):  for step in range(1, 6): # 5 steps to fade in  draw\_paint\_splot(x, y, int(max\_size \* (step / 5)), "white") # Convert to int  time.sleep(0.2) # Delay between fade-in steps  screen.update()   # Function to draw densely packed sine waves across the full screen def draw\_fullscreen\_dense\_sine\_waves(wave\_count=180, amplitude=15, frequency=7):  screen\_width = screen.window\_width()  screen\_height = screen.window\_height()   x\_start = -screen\_width // 2  y\_start = screen\_height // 2   gap = screen\_height / wave\_count   black\_splot\_positions = []   for i in range(wave\_count):  # Select the color based on the sequence (each color lasts for 5 waves)  t.pencolor(wave\_colors[(i // 5) % len(wave\_colors)])   t.penup()  t.goto(x\_start, y\_start - (i \* gap))  t.pendown()   for j in range(screen\_width):  y\_offset = amplitude \* math.sin(math.radians(j \* frequency))  t.goto(x\_start + j, y\_start - (i \* gap) + y\_offset)   # Add a black splat every 10 waves  if i % 10 == 0:  black\_x = random.randint(-screen\_width // 2, screen\_width // 2)  black\_y = y\_start - (i \* gap) + random.randint(-20, 20)  draw\_paint\_splot(black\_x, black\_y, 80, "black")  black\_splot\_positions.append((black\_x, black\_y, i))   # After 5 waves, place a white splat at a random position with fade-in  for bx, by, wave\_index in black\_splot\_positions:  if i == wave\_index + 5:  white\_x = random.randint(-screen\_width // 2, screen\_width // 2)  white\_y = y\_start - (i \* gap) + random.randint(-30, 30)  fade\_in\_splot(white\_x, white\_y, 160)   # Draw full-screen sine waves with Pollock-style splots and fading white splots  draw\_fullscreen\_dense\_sine\_waves(wave\_count=180, amplitude=15, frequency=7)  # Keep the window open turtle.done() | |

WARNING: This should take at least a minute to fully draw, and you’ll need to use the complier installed on the machine you are using rather than one of the online compliers.

You should get something like this:

|  |
| --- |
| A rainbow chevron pattern with fireworks  AI-generated content may be incorrect. |

Do a screengrab of your result.

Please take your code and put it into ChatGPT and ask it to add a new feature into the code, whatever you like, it could be to add a new random shape, or a different colour splot at the end, or some user interactive feature. Explain the new feature in 50-100 words.

* Take the following code and add …:

**Submission:**

Submit the two screengrabs, as well as the code and the explaination, and paste it all onto your Template document.

|  |
| --- |
| Search in Brightspace for the following module: “**Creative Coding CMPU1042: 2024-25**” and please enroll. |
| e-mail me a completed solution to each of the above programs in your Template document. The Template document should be renamed as follows:   * Surname\_Firstname\_Student#\_\_Lab3.pdf * for example: Smith\_John\_D1234567\_Lab3.pdf   Send it to [Damian.X.Gordon@tudublin.ie](mailto:Damian.X.Gordon@tudublin.ie) with subject heading “DT850 CC Lab #3”, and put it in Brightspace as well. |